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[1] 기초 문제

———————————————————————————————————————————————————

1. **다음 그림에서 찾을 수 있는 큐의 용어들에 어떤 것이 있는지 나열하시오.**
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1. **큐 용어와 관련된 문제다. 빈 칸에 들어가는 단어를 맞춰보도록 한다.**
   1. ① FIFO ② 먼저 ③ 먼저 ④ 선입선출
   2. ① rear ② 추가될 ③ 뒤쪽
   3. ① dequeue ② 꺼내는 ③ 앞쪽 ④ pop
2. **큐를 사용하고 있는 곳을 세 가지씩만 나열해 보자.**
   1. 컨베이어 벨트, 자동 판매기, 번호표, 일방통행, 리프트
   2. 스풀러, 입력 장치, 매크로 명령, 복기, 콜 센터

|  |
| --- |
| 해답  정답으로 간주할 수 있는 것들이 너무 많아서 이번 장에서 설명한 것만 실었습니다. |

1. **최대 7개의 문자를 저장할 수 있는 큐가 있다. 아래와 같은 입출력이 발생한다면, 꺼낸 데이터를 순서대로 보여주고 최종적인 큐의 내부를 그려라.**

출력 : cleanroom

큐는 (크기-1)개를 저장할 수 있으므로 크기는 8이 됩니다. 실수하기 쉬운 부분입니다.

![[그림 4-82] 큐_내부상태_해답.bmp](data:image/png;base64,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)

1. **큐의 반대말은 스택이 아니다. 스택과 큐는 상호 보완적인 관계로, ‘견우와 직녀’ 또는 ‘로미오와 줄리엣’이라고 할 수 있다. 빈 칸에 들어가는 내용을 단답형으로 채워보자.**

|  |  |  |
| --- | --- | --- |
| 구분 | 스택 | 큐 |
| 방식 | LIFO(후입선출) | FIFO(선입선출) |
| 용어 | push, pop | enQueue, deQueue |
| 포인터 | top | front, rear |
| 원리 | top이 오르락내리락 | front와 rear가 빙글빙글 |
| 주변 사례 | 프링글스, CD 케이크 | 은행 번호표, 스키장 리프트 |
| 컴퓨터 사례 | 함수 호출, 미로 찾기 | 프린터 스풀러, 파일 송수신 |

|  |
| --- |
| 해답  표에 대한 완전한 설명은 앞에서 배웠던 스택 2장의 심화 학습에 있습니다. 설명이 너무 길어 기본적인 답안만 제공합니다. |

**———————————————————————————————————————————————————**

[2] 기본 실습 문제

———————————————————————————————————————————————————

1. **본문에서 구현했던, 큐를 구성하는 핵심 함수들이다. 직접 구현해 보자.**
   1. void enQueue(QUEUE\* pq, char data)

{

pq->array[pq->rear] = data;

pq->rear = (pq->rear+1) % QUEUE\_SIZE;

}

* 1. char deQueue(QUEUE\* pq)

{

int save = pq->front;

pq->front = (pq->front+1) % QUEUE\_SIZE;

return pq->array[save];

}

* 1. int isEmpty(QUEUE\* pq)

{

return pq->front == pq->rear;

}

1. **본문에서 배우지 않았거나 구현을 했어도 조금은 어려운 함수들이다. 구현하고 검증까지 하도록 하자.**
   1. int count(QUEUE\* pq)

{

int c = pq->rear - pq->front;

return (c >= 0) ? c : QUEUE\_SIZE+c;

}

* 1. 성능을 고려하지 않는다면 아래처럼 구현하는 것이 좋습니다.

void arrange(QUEUE\* pq)

{

char temp[QUEUE\_SIZE];

int i, j = 0;

for(i = pq->front; i != pq->rear; i=(i+1)%QUEUE\_SIZE)

temp[j++] = pq->array[i];

for(i = 0; i < j; i++)

pq->array[i] = temp[i];

pq->front = 0;

pq->rear = j;

}

이 코드는 정상과 뒤집힌 경우를 따로 처리합니다. 뒤집힌 경우에 평균 25% 정도의 성능 향상이 기대됩니다. 정상인 경우에는 임시 배열을 사용하지 않아도 되는 장점도 있습니다. 추천하진 않습니다.

void arrange(QUEUE\* pq)

{

int i, count = pq->rear - pq->front;

if(pq->front <= pq->rear)

{

for(i = 0; i < count; i++)

pq->array[i] = pq->array[i+pq->front];

}

else

{

char temp[QUEUE\_SIZE];

int j = QUEUE\_SIZE - pq->front;

// 0부터 rear까지, 큐의 뒷부분을 임시 배열에 복사

for(i = 0; i < pq->rear; i++)

temp[i] = pq->array[i];

// front부터 마지막까지 앞쪽으로 이동

for(i = pq->front; i < QUEUE\_SIZE; i++)

pq->array[i-pq->front] = pq->array[i];

// 임시 배열을 큐로 복사

for(i = 0; i < pq->rear; i++)

pq->array[i+j] = temp[i];

// 요소 개수

count += QUEUE\_SIZE;

}

pq->front = 0;

pq->rear = count;

}

* 1. 최근 데이터를 검색하기 때문에 rear에서 front 방향으로 반복합니다. 삭제 이후의 결과는 rear쪽으로 한 칸씩 당겨진 형태가 됩니다. i를 이동시킬 땐 QUEUE\_SIZE-1, 복사할 땐 QUEUE\_SIZE+1을 사용한다는 것만 주의하면 되겠습니다. flag가 0일 땐 찾기, 1일 땐 복사를 수행합니다.

int deleteData(QUEUE\* pq, char del)

{

int i = pq->rear,

flag = 0,

end = (pq->front+QUEUE\_SIZE-1)%QUEUE\_SIZE;

while(1)

{

i = (i+QUEUE\_SIZE-1)%QUEUE\_SIZE;

if(i == end)

break;

if(flag == 1) pq->array[(i+QUEUE\_SIZE+1)%QUEUE\_SIZE] = pq->array[i];

else if(pq->array[i] == del) flag = 1;

}

if(flag == 1)

pq->front = (pq->front+QUEUE\_SIZE+1)%QUEUE\_SIZE;

return flag;

}

**———————————————————————————————————————————————————**

[3] 응용 실습 문제

———————————————————————————————————————————————————

1. 큐를 적용한 함수입니다. 함정이 있다고 말한 것처럼, 절반만 큐에 넣어야 검증할 수 있습니다. 전체를 다 넣으면 문자열을 거꾸로 반복해야 합니다. 회문이니까, 반만 반복하는 게 좋은 코드 같습니다.

int palindrome1(QUEUE\* pq, const char\* s)

{

size\_t i, len = strlen(s);

for(i = 0; i < len/2; i++)

enQueue(pq, s[i]);

for(i = len-1; isEmpty(pq) == 0; i--)

{

if(s[i] != deQueue(pq))

return 0;

}

return 1;

}

큐를 사용하지 않는, 그래서 훨씬 더 좋은 코드입니다.

int palindrome2(const char\* s)

{

int i = 0, j = (int) strlen(s)-1;

while(i < j)

{

if(s[i++] != s[j--])

return 0;

}

return 1;

}

1. 본문과 똑같이 다중 파일 프로젝트로 처리했습니다. 크기를 1부터 시작하지만, 하나는 사용하지 못하기 때문에 출력은 2개부터 시작됩니다. 달라진 부분은 추가하는 enQueue 함수 정도입니다. QUEUE\_SIZE 상수 대신 size 멤버를 추가했고, % 연산자를 사용할 때 size 멤버로 대체했습니다.

**// Queue.h**

#pragma once

typedef struct

{

char\* array;

int size;

int front, rear;

}

QUEUE;

void initQueue(QUEUE\* pq);

void enQueue(QUEUE\* pq, char data);

char deQueue(QUEUE\* pq);

int isEmpty(QUEUE\* pq);

int isFull(QUEUE\* pq);

void printQueueData(QUEUE\* pq);

**// Queue.c**

#include <stdio.h>

#include <stdlib.h>

#include "Queue.h"

void initQueue(QUEUE\* pq)

{

pq->front = pq->rear = 0;

pq->size = 1;

pq->array = malloc(sizeof(char)\*pq->size);

}

void enQueue(QUEUE\* pq, char data)

{

if(isFull(pq) == 1)

{

int i, j;

char\* big = malloc(sizeof(char)\*pq->size\*2);

for(i = pq->front, j = 0; i != pq->rear; i = (i+1)%pq->size)

big[j++] = pq->array[i];

free(pq->array);

pq->array = big;

pq->size \*= 2;

pq->front = 0;

pq->rear = j;

}

pq->array[pq->rear] = data;

pq->rear = (pq->rear+1) % pq->size;

}

char deQueue(QUEUE\* pq)

{

int save = pq->front;

pq->front = (pq->front+1) % pq->size;

return pq->array[save];

}

int isEmpty(QUEUE\* pq)

{

return pq->front == pq->rear;

}

int isFull(QUEUE\* pq)

{

return (pq->rear+1)%pq->size == pq->front;

}

void printQueueData(QUEUE\* pq)

{

int i;

printf("크기: %3d -- ", pq->size);

for(i = pq->front; i != pq->rear; i=(i+1)%pq->size)

printf("%c", pq->array[i]);

printf("\n");

}

**// main.c**

#pragma warning(disable:4996)

#include <stdio.h>

#include "Queue.h"

void main(void)

{

QUEUE q;

char s[] = "merry christmas!";

int i;

initQueue(&q);

for(i = 0; s[i]; i++)

{

enQueue(&q, s[i]);

printQueueData(&q);

if(i%3 == 2)

{

printf("\*\*\* delete \*\*\*\n");

deQueue(&q);

}

}

}

**// 출력 결과**

크기: 2 -- m

크기: 4 -- me

크기: 4 -- mer

\*\*\* delete \*\*\*

크기: 4 -- err

크기: 8 -- erry

크기: 8 -- erry

\*\*\* delete \*\*\*

크기: 8 -- rry c

크기: 8 -- rry ch

크기: 8 -- rry chr

\*\*\* delete \*\*\*

크기: 8 -- ry chri

크기: 16 -- ry chris

크기: 16 -- ry christ

\*\*\* delete \*\*\*

크기: 16 -- y christm

크기: 16 -- y christma

크기: 16 -- y christmas

\*\*\* delete \*\*\*

크기: 16 -- christmas!

**// 코드 개선**

enQueue 함수를 처리하는 더 좋은 방법이 있어 소개합니다. 큐가 꽉 찰 때는 front가 rear보다 작을 때와 클 때의 두 가지가 있습니다. 그런데, front가 작은 경우는 딱 한 가지로, front가 0번째, rear가 size-1번째에 위치한 경우입니다. 반복문을 쉽게 구성하기 위해 항상 rear가 front보다 크게 만듭니다. 이렇게 하면 임시 변수들이 필요 없고, 코드가 간결해집니다.

void enQueue(QUEUE\* pq, char data)

{

if(isFull(pq) == 1)

{

int i;

char\* big = malloc(sizeof(char)\*pq->size\*2);

// rear는 언제나 front보다 큽니다

if(pq->front > 0)

pq->rear += pq->size;

for(i = pq->front; i < pq->rear; i++)

big[i] = pq->array[i%pq->size];

free(pq->array);

pq->array = big;

pq->front = pq->front;

pq->rear = pq->front + pq->size-1;

pq->size \*= 2;

}

pq->array[pq->rear] = data;

pq->rear = (pq->rear+1) % pq->size;

}